ABSTRACT

Community smells have been defined as sub-optimal organizational structures that may lead to social debt. Previous studies have shown that they are highly diffused in both open- and closed-source projects, are perceived as harmful by practitioners, and can even lead to the introduction of technical debt in source code. Despite the presence of this body of research, little is known on the practitioners’ perceived prominence of community smells in practice as well as on the strategies adopted to deal with them. This paper aims at bridging this gap by proposing an empirical study in which 76 software practitioners are inquired on (i) the prominence of four well-known community smells, i.e., ORGANIZATIONAL SILO, BLACK CLOUD, LONE WOLF, and RADIO SILENCE, in their contexts and (ii) the methods they adopted to “refactor” them. Our results first reveal that community smells frequently manifest themselves in software projects and, more importantly, there exist specific refactoring practices to deal with each of the considered community smells.
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1 INTRODUCTION

Social aspects of software engineering, like communication among developers or their coordination, may have a substantial impact on project’s success [24, 44], especially because developers are often separated by physical and cultural distance [22, 30, 48], expertise or power difference [21, 28, 40, 47]. The sum of negative and unforeseen costs/consequences given by sub-optimal social relations among developers has been named community smells, namely organizational and socio-technical situations that hamper or altogether impede the straightforward production, operation, maintenance, and evolution of software [41, 52, 58]. As a matter of fact, community smells represent one of the main causes of social debt [54] and, as such, threaten the entire management of software systems since they may substantially decrease the level of trust within a community or the degree to which it is immature or unable to tackle a certain development problem [37].

Recently, community smells have received growing attention from the research community. Researchers have studied perceived harmfulness of community smells [9, 58], their relation to socio-technical metrics [57, 58] (e.g., socio-technical congruence [7]), and their negative impact on technical aspects of software systems [41]. At the same time, research effort has been devoted to the definition of methods to reduce the likelihood of their introduction [8, 10] as well as automated approaches that can detect them [58] or exploit them in the context of software evolution [41].

Nonetheless, there is still a notable lack of studies targeting the problem of removing community smells from software communities. In particular, little is known on the strategies adopted by practitioners to deal with the presence of community smells: We refer to these strategies as “refactoring”, inspired by the name coined by Fowler for removal of code smells [16].

In this paper, we aim at bridging this gap of knowledge by presenting an empirical study aimed at eliciting refactoring operations applied by practitioners in presence of four well-known community smells, namely ORGANIZATIONAL SILO, BLACK CLOUD, LONE WOLF, and RADIO SILENCE. We design an online survey, recruit 76 practitioners, and inquiry them on (i) the relevance of community smells in their context and (ii) the corrective actions performed to remove them. Key results show how, according to the practitioner’s viewpoint, all investigated community smells typically affect software communities having a larger amount of people and, in particular, LONE WOLF and BLACK CLOUD are the smells that more frequently arise in industry. Perhaps more importantly, our analysis enables the definition of a taxonomy of refactoring strategies to deal with those community smells. In particular, common strategies for all the analyzed community smells rely on mentoring, the creation of a communication plan, and restructuring the community.
To address the goals of our study, we design two main research questions: 

1. Empirical evidence of the practical relevance of all community smells investigated from the practitioner’s perspective;
2. An empirically grounded taxonomy of refactoring strategies suitable to deal with the four community smells considered;
3. A publicly available online appendix [11] reporting the data collected in our study, which may be useful for researchers to further explore the problem of community smell refactoring using a practitioner’s perspective.

Structure of the paper. In Section 2 we report the design of the empirical study and the way we attracted participants, while Section 3 analyzes the results achieved. Practical implications of our findings are discussed in Section 4 and the threats to validity in Section 5. Section 6 overviews the related literature, explaining how our work extends the state of the art. Finally, Section 7 concludes the paper and outlines our future research agenda on the topic.

2. RESEARCH METHODOLOGY

The goal of the empirical study is twofold: on the one hand, it aims at understanding the practitioners’ perception with respect to the relevance of community smells in practice; on the other hand, it aims to elicit a set of strategies that practitioners adopt in practice to mitigate and remove community smells. The purpose is to (i) gather the relevance of community smells in practice and (ii) understand how community-related problems are currently mitigated. The perspective is of both software engineering researchers and project managers. The former are interested in understanding how relevant are community smells for practitioners and, perhaps more importantly, what kind of mechanisms can be leveraged to support developers when mitigating or even removing community smells. The latter are interested in learning what is the prominence of community smells in other environments as well as how to resolve them based on the successful stories of other project managers who have dealt with community smells in the past.

2.1 Research Questions

To address the goals of our study, we design two main research questions (RQs). In the first place, we assess the relevance of community smells from the practitioners’ perspective with the aim of understanding their viewpoint on the actual prominence of the problem. This leads to our first research question:

RQ1. What is the relevance of community smells in practice?

In order to address the first research question, we took into account the experience of practitioners, defining an online survey asking whether situations related to the presence of community smells happened to them. After studying their perceived relevance, we then focus on how practitioners get rid of community smells and, particularly, which are the refactoring strategies they use. For this reason we set ourselves the following research question:

RQ2. What are the refactoring strategies applied by practitioners to deal with community smells?

Based on the answers of our participants we defined a taxonomy of refactoring strategies to mitigate community smells. In the next subsections, we describe objects and subjects of the study, i.e., the specific community smells and professional developers taken into account, as well as the methodology adopted when designing and analyzing the survey study.

2.2 Objects of the Empirical Study

The objects of the study are represented by a set of known community smells for which we want to study their relevance and refactoring strategies. We select four community smell types: ORGANIZATIONAL SILO, BLACK CLOUD, LONE WOLF, BOTTLENECK or “RADIO-silence”. We opt for these smells since they have been shown to have a strong negative impact on both social aspects of software communities [54, 55] and the resulting technical processes and products [9, 10, 41]: they are, hence, critical forms of community smells to deal with. Moreover, the relevance of these community-related issues has been previously investigated in open-source [58] and, thus, our study with industrial practitioners can be used to confirm or refine previous findings. We follow the definition provided by Tamburri et al. [58] to describe each smell type:

1. ORGANIZATIONAL SILO Effect: This form of social debt refers to the presence of siloed areas of the developer community that do not communicate, except through one or two of their respective members;
2. BLACK CLOUD Effect: This community smell reflects an information overload due to lack of structured communications or cooperation governance;
3. LONE WOLF Effect: This smell appears in cases where the development community presents unsanctioned or defiant contributors who carry out their work with little consideration of their peers, their decisions and communication;
4. BOTTLENECK or “RADIO-silence” Effect: This is an instance of the “unique boundary spanner” [63] problem from social-networks analysis: one member interposes herself into every formal interaction across two or more sub-communities with little or no flexibility to introduce other parallel channels.

2.3 Subjects of the Empirical Study

The subjects of our study are professionals having a solid experience in software project development and management. Indeed, to acquire significant data on the relevance and refactoring strategies adopted when dealing with community smells, we have to recruit people that naturally have a broader view of a software system, its management, and its social activity with respect to individual developers who may be just focused on specific sub-teams.

For this reason, we proceeded with a convenience sample recruitment strategy [45]. Rather than spreading our survey over social networks (e.g., TWITTER), we first sent it out to a selection of our personal contacts (e.g., former industrial colleagues, friends...
of ours working as project managers in industry). In the second place, we involved project manager’s associations, like the Project Management Institute⁴ and similar.

Unfortunately, we cannot have a definitive answer with respect to the total number of invitations sent. This because some of the project managers contacted have subsequently privately shared the survey with further colleagues, thus making an estimation hard to do. In any case, we finally collected 76 fully compiled questionnaires that we used to address our research questions.

As for the characterization of our sample, 43% of the respondents are women: in our case, this is an extremely relevant factor since people of different genders may have different ways of solving communication/coordination problems [5, 64] and a more balanced participation allows us to (i) draw more generalizable conclusions and (ii) assess whether gender influences the application of certain refactoring strategies. Furthermore, our participants have high experience when it comes to project management (65% of them evaluate themselves as highly or very highly experienced) and software development (81% rated themselves as highly experienced): this confirms that our recruitment strategy has been pretty successful, since we could attract the practitioners we were actually looking for. More than 30% hold a management position, 28% are professional developers while the rest report such jobs as consultant, software analyst, software architect and SCRUM master. Finally, 38% of the respondents currently work in a large company (more than 2,000 employees/contributors) and 45% work within smaller teams composed of 5 to 10 developers.

From these basic descriptive statistics, we can claim that the opinions collected are likely to provide us with reliable insights into community smells in practice and their corrective strategies.

2.4 Collecting Practitioner’s Opinions

To collect the opinions of our participants, we design an online survey composed of five main sections. Following the guidelines of Flanigan et al. [15], we consciously keep the survey anonymous, short, and prevent our influence on the answer: when preparing the survey, we estimated a completion time of ≈10 minutes.

The first four sections of the survey describe a vignette-based scenario [14] corresponding to the community smell. For example, for BLACK CLOUD the survey contains the following scenario:

"Suppose your development team is working on the definition of a web-based application for the scheduling of resources. During the development, you recognize that the community members suffer of an information overload due to lack of structured communication (e.g., communications among team members are not performed over official channels)."

We analyze four community smells and have one scenario for each section—the remaining scenarios can be found in the online appendix [11]. We stress that, as not to bias the participants we never explicitly mentioned that we were studying the problem of community smells. After showing the participants a scenario, we ask two questions:

(1) Has this situation ever happened to you?

(2) If you found it problematic, how did you deal with it?

The first question can be answered ‘yes’ or ‘no’. The second one is an open question that practitioners can answer by writing down their opinions and experience with respect to the specific strategies adopted to deal with community smells.

The last section of the survey is finally reserved to demographic information. We include questions related to gender, job, programming/management experience as well as about the size of the company and their team. We implement the survey as a Google form.

2.5 Data Analysis

To analyze the data coming from the practitioners’ answers to our survey, we first count how many times they answered ‘yes’ to the first question: this allows us to address RQ₁ and have a measure of how relevant the considered community smells are from the practitioners’ viewpoint.

As for RQ₂, we apply Straussian Grounded Theory [12] to analyze the practitioners’ open answers: this is a systematic methodology that involves the construction of theories through methodical gathering and analysis of data. In our case, this methodology is required given the exploratory nature of the open question asked to practitioners. Furthermore, the selection of a Straussian Grounded-Theory methodology is driven by one main reason: it does not assume the presence of any previous theory to be tested over the data but rather it adopts a constructivist theory-proving approach wherefore a theory is directly and purely generated from the data.

We conduct the data analysis as follow:

Microanalysis. In the first place, one of the authors of this paper (i.e., hereafter, the inspector) labels survey responses by applying a single label per every piece of text. In particular, the inspector splits sentences using standard text separators (e.g., commas or semicolons) and then assign initial labels based on the content of the text. Subsequently, other three inspectors validate the initial labels and provide suggestions on how to improve them, e.g., if it makes sense to split one of them or aggregate some. After this first step, the inspectors compute the inter-rater agreement using the Cohen’s $k$ coefficient [2]: with respect to other measurements, this is considered to be a more robust statistical test since it takes into account the possibility that an agreement is occurred by chance [2]. The $k$ coefficient measure 0.49, which can be interpreted as moderate [2].

Categorization. In a second phase, the feedback coming from the first step is taken into account by the first inspector in order to cluster labels which are semantically similar or even identical. To aim this, the inspector applies the semantic similarity principle [25]. The result of this step consists of the renaming of labels to better reflect the various categories identified.

Saturation. The main inspector, together with the other three, iterate over the labels assigned so far until they can reach an agreement with respect names and meanings of all of them. This results in a theoretical saturation [62], namely the phase in which the analysis of the labels does not propose newer insights and all concepts in the theory are well-developed.

Taxonomy building. Finally, based on the labels assigned to the practitioners’ answers, we can proceed with building a taxonomy

---

⁴https://www.pmi.org
of refactoring strategies for each community smell considered in the study. In Section 3 we represent and discuss the tree of categories and labels that allow us to visualize the grounded-theory extracted from our survey responses.

3 ANALYSIS OF THE RESULTS

In this section, we report and discuss the results of our study, by considering each research question independently.

3.1 RQ1. What is the relevance of community smells in practice?

To assess relevance of community smells to industrial practice we have asked the respondents whether they have experienced the situation described in the vignette corresponding to the smells.

The most commonly reported smell among the four we have considered is the LONE WOLF: 66% (50/76) of the respondents reported having encountered this smell in practice. This finding concurs with the previous observation that this smell is also very common in open-source communities and is seen by developers as an important source leading to social debt [58].

The second most commonly recognized community smell is the BLACK CLOUD, reported by 57% (43/76) of the respondents. Importance of this smell for the industrial INTEGRA project has been previously observed by Tamburri et al. [56], while a more recent interview study of open-source developers indicates that all interviewees recognize presence of BLACK CLOUD instances in their communities [58]. Thus, our findings confirm and reinforce previous results on the relevance of this smell in practice.

ORGANIZATIONAL SILO has been experienced by almost half of the respondents (49%, 37/76), while RADIO SILENCE by more than a third of them (35%, 27/76). Hence, we can also argue that these last two smells are diffused in practice, triangulating what has been recently found on their diffuseness in open-source projects [58].

To broaden the scope of the analysis, we also considered whether certain types of community smells are more prominent in larger or smaller communities. As expected, all the smells appear more frequently in larger companies: indeed, 57% of the respondents who experienced a community smell (43/76) belong to companies having between 250 and 2,000 employees. Similarly, 63% of them (48/76) reported to be in larger teams composed by 10 to 20 people.

Specifically, we observed that ORGANIZATIONAL SILO and BLACK CLOUD are most often reported by participants working in larger companies, while RADIO SILENCE and LONE WOLF are equally prominent independently from the size of companies. Also in this case, our findings concur with the results reported previously [58]. To statistically verify the relation between larger companies/teams and presence of community smells, we ran the Pearson’s Chi-square Test for Independence [36], which in our case indicates how expecta-
tions (i.e., the distribution of sizes of companies/teams) compare to actual observed data (i.e., presence of specific types of community smells). As expected, the test indicated a p-value lower than 0.05, thus indicating a statistical significance of our observations, for the relations that larger companies and teams have with the emergence of ORGANIZATIONAL SILO and BLACK CLOUD, while the p-value measured 0.16 and 0.23 when considering size of companies/teams with RADIO SILENCE and LONE WOLF, respectively.

Finding 1. According to the collected opinions, LONE WOLF and BLACK CLOUD are the community smells that more frequently arise in industry. Nevertheless, the prominence of ORGANIZATIONAL SILO and BLACK CLOUD is not negligible, especially in larger software communities.

3.2 RQ2. What are the refactoring strategies applied by practitioners to deal with community smells?

To address our second research question we asked participants to discuss the strategies they adopted when dealing with community smells. Next, we discuss the refactoring strategies for each community smell. Note that, when analyzing our data, we did not observe differences in the answers provided by men and women.

3.2.1 Organizational Silo. Table 1 summarizes the refactoring strategies discussed by participants when considering the ORGANIZATIONAL SILO smell. 35 practitioners (out of the total 37 who experienced this smell) reported seven different refactoring actions.

Restructure the community. The first and most popular refactoring (13 mentions) is that of restructuring the community with the aim of improving communication among team members. According to our participants, this may happen in different ways. 7 practitioners claimed that they solved the problem by changing the composition of sub-teams and, particularly, by organizing them so that the heterogeneity increases and the communication improves. For instance, participant #19 reported that:

“I solved the issue by organizing the sub-teams heterogeneously (including all levels of seniority in each of them, for example juniors and experts).”

As shown, the practitioner tried to put novice programmers with experts that can advise them, possibly improving the way the entire sub-team communicates. Other three practitioners got rid of the community smells by splitting large teams in smaller ones, thus increasing the chance team members have to communicate with each other. Finally, the last three practitioners followed a “continuous” approach in which team members are swapped periodically, for instance every task or sprint.

Create communication plan. Seven practitioners declared that a good way to remove ORGANIZATIONAL SILO instances is to create a detailed communication plan in which the appropriate channels and protocols are discussed and put in place. According to them, in cases where all the communication channels are properly working and delivering efficiently messages, the problems related to the presence of the smell are generally well mitigated - as reported, for example, by participant #41.

Mentoring. The third most common solution to this community smell (6 mentions) is mentoring. In particular, practitioners explained that communication problems can be solved by project managers by talking to developers and being sure that everyone is taught on the basic rules to share information about team members and communicate with the rest of the community.
<table>
<thead>
<tr>
<th>Strategy</th>
<th>Definition</th>
<th>#</th>
</tr>
</thead>
<tbody>
<tr>
<td>Restructure the community</td>
<td>Organizing sub-teams heterogeneously, swapping team members every task/story/sprint.</td>
<td>13</td>
</tr>
<tr>
<td>Create communication plan</td>
<td>Creating appropriate communication channels and protocols.</td>
<td>7</td>
</tr>
<tr>
<td>Mentoring</td>
<td>Talking with the team members, trying to solve communication problems.</td>
<td>6</td>
</tr>
<tr>
<td>Cohesion exercising</td>
<td>Doing exercises in order to improve the cohesion of the team (e.g., brainstorming, number of meetings).</td>
<td>3</td>
</tr>
<tr>
<td>Monitoring</td>
<td>Monitoring closely how team members communicate and share information.</td>
<td>2</td>
</tr>
<tr>
<td>Introduce a social-rewarding mechanism</td>
<td>Providing benefits to team members who work and communicate appropriately. (e.g., credits)</td>
<td>1</td>
</tr>
<tr>
<td>Not relevant</td>
<td>Opinions not related to refactoring strategies.</td>
<td>3</td>
</tr>
</tbody>
</table>

**Table 1: Refactoring strategies for the Organizational Silo smell.**

**Less common strategies.** Besides the three most common refactoring actions discussed so far, a smaller number of practitioners mentioned alternative strategies. Specifically, three of them explained that exercising the cohesion of the community may represent an important factor to mitigate the Organizational Silo smell: this includes, for example, a higher number of meetings aimed at increasing communication. Other strategies refer to the monitoring of the developer’s discussions (2 mentions), and providing rewarding mechanisms for the developers who communicate well (1 mention). Finally, the last three practitioners expressed opinions that did not refer to solutions, but rather just better explained that problems connected to the presence of the community smell.

3.2.2 **Black Cloud.** Table 2 lists the refactoring strategies for the Black Cloud smell. In this case, practitioners reported a lower number of actions when compared to the other smells:

**Create communication plan.** 79% of the participants who suggested how to remove this smell (27/34) reported that the creation of a good communication plan and revise it periodically represents the best solution to mitigate the lack of structured communication. For example, practitioner #2 reported that Black Cloud instances may depend on size and experience of the development community and the only way to remove them is to define a communication plan in advance and keep revising it in order to take it up to date.

**Less common strategies.** The last seven practitioners who commented on the refactoring of this smell referred to two alternative methods. In the first place, six of them mentioned that restructuring the community, e.g., by splitting large teams into smaller ones or defining more precise/structured rules for communication, mitigated the effects of the smell in their experience. Finally, one practitioner referred to the introduction of a social sanctioning mechanism: this is a strategy in which members of the community that do not respect the common rules defined in the communication plan are penalized and obliged to attend mentoring sessions with senior developers or project managers.

3.2.3 **Radio Silence.** The refactoring strategies elicited for this smell are summarized in Table 3. Here 19 participants commented on their experience and presented six different actions.

**Mentoring.** The most cited strategy is that of mentoring. Five practitioners reported that to mitigate the presence of a team member that interposes him/herself into every formal communication is to let the project manager of other senior developers to mentor him/her. In this way, the bottleneck would gradually change his/her behavior, leading to a healthier development community.

**Create communication plan.** The definition of rules for sharing knowledge and communicate with other team members represents the second most cited strategy to remove an instance of Radio Silence. As an example, participant #14 explained that “educating developers in group work and proper communication management is always a necessary step to mitigate this problem”.

**Cohesion exercising.** Four practitioners also reported that putting in place activities that increase the cohesion of the community may be a useful mechanism to mitigate the presence of the smell and improve the communication among team members. According to our participants, a higher cohesion would help team members in sharing knowledge and exchange critical information, thus reducing the likelihood of having people that interpose themselves between sub-teams.

**Less common strategies.** Six participants proposed alternative methodologies. These include a restructuring of the community aimed at changing role to the bottleneck or monitoring closely how s/he communicates with other people. Finally, one practitioner mentioned that the introduction of a social sanctioning mechanism led to the removal of the problem.

3.2.4 **Lone Wolf.** Table 4 overviews the refactoring strategies described by the 50 practitioners who commented on the removal of this smell. The list includes 5 main actions:

**Mentoring.** This is the most popular strategy by far (42% of participants). According to the opinions left by practitioners, mentoring and helping the lone wolf to better communicate and work with other people represents a key action to mitigate the negative
Table 2: Refactoring strategies for the Black Cloud smell.

<table>
<thead>
<tr>
<th>Strategy</th>
<th>Definition</th>
<th>#</th>
</tr>
</thead>
<tbody>
<tr>
<td>Create communication plan</td>
<td>Creating appropriate communication channels and protocols.</td>
<td>27</td>
</tr>
<tr>
<td>Restructure the community</td>
<td>Organizing sub-teams heterogeneously, splitting larger teams in smaller ones, swapping team members every task/story/sprint.</td>
<td>6</td>
</tr>
<tr>
<td>Introduce a social sanctioning mechanism</td>
<td>Motivating people to act as expected.</td>
<td>1</td>
</tr>
</tbody>
</table>

Table 3: Refactoring strategies for the Radio Silence smell.

<table>
<thead>
<tr>
<th>Strategy</th>
<th>Definition</th>
<th>#</th>
</tr>
</thead>
<tbody>
<tr>
<td>Mentoring</td>
<td>Talking with the team members, trying to solve communication problems.</td>
<td>5</td>
</tr>
<tr>
<td>Create communication plan</td>
<td>Creating appropriate communication channels and protocols.</td>
<td>4</td>
</tr>
<tr>
<td>Cohesion Exercising</td>
<td>Doing exercises in order to improve the cohesion of the team (e.g., brainstorming, number of meetings).</td>
<td>4</td>
</tr>
<tr>
<td>Restructure the community</td>
<td>Organizing sub-teams heterogeneously, splitting larger teams in smaller ones, swapping team members every task/story/sprint.</td>
<td>3</td>
</tr>
<tr>
<td>Monitoring</td>
<td>Monitoring closely how team members communicate and share information.</td>
<td>2</td>
</tr>
<tr>
<td>Introduce a social sanctioning mechanism</td>
<td>Motivating people to act as expected.</td>
<td>1</td>
</tr>
</tbody>
</table>

Table 4: Refactoring strategies for the Lone Wolf smell.

<table>
<thead>
<tr>
<th>Strategy</th>
<th>Definition</th>
<th>#</th>
</tr>
</thead>
<tbody>
<tr>
<td>Mentoring</td>
<td>Talking with the team members, trying to solve communication problems.</td>
<td>21</td>
</tr>
<tr>
<td>Restructure the community</td>
<td>Organizing sub-teams heterogeneously, splitting larger teams in smaller ones, swapping team members every task/story/sprint.</td>
<td>12</td>
</tr>
<tr>
<td>Monitoring</td>
<td>Monitoring closely how team members communicate and share information.</td>
<td>7</td>
</tr>
<tr>
<td>Cohesion Exercising</td>
<td>Doing exercises in order to improve the cohesion of the team (e.g., brainstorming, number of meetings).</td>
<td>7</td>
</tr>
<tr>
<td>Introduce a social sanctioning mechanism</td>
<td>Motivating people to act as expected.</td>
<td>3</td>
</tr>
</tbody>
</table>

effects this smell can present. For example, participant #23 reported that s/he “talked to the person to verify the reasons [behind his/her behavior] and understand if the problem can be solved”.

Restructure the community. A second popular refactoring for this smell is the restructuring of the community (mentioned by 12 participants). In particular, the action concerns with making the lone wolf closer to the other developers of the community and able to communicate/work with them more effectively. For this reason, practitioners suggested to let him/her work in different sub-teams, so that the lone wolf is “enforced” to communicate more in order to be updated with the status of the module being developed by that sub-team.

Less common strategies. While the refactoring actions discussed above are by far the most widely used in practice, other practitioners presented different alternatives, all of them referred to the improvement of communication in different manners. First, an effective monitoring of how team members communicate has been mentioned by seven practitioners, who explained that keeping under control the way team members share information represents not only a method to avoid the emergence of the smell in the first instance, but also to gradually remove the effect of a lone wolf instance. Seven participants mentioned the involvement of the lone wolf in more social activities that can increase the overall cohesion of the community and the engagement of the lone wolf. Finally, three practitioners reported the introduction of social sanctioning mechanisms to deal with this smell.

Finding 2. Practitioners mentioned the existence of a number of refactoring strategies that increase communication and cohesion of the development team. Common strategies include mentoring, creation of a communication plan, and restructuring the community.
4 DISCUSSION AND IMPLICATIONS

Our findings provide a number of discussion points and implications for practitioners and research community.

4.1 Key Observations

The results suggest a consistent presence of refactoring strategies that practitioners are enacting. On the one hand, some of the aforementioned strategies are consistent with the state of the art in organizations and project management research. On the other hand, several of the strategies are socio-technical, namely they imply short- and longer-term modifications to the community structure as well as the technical structure of the software project.

From the perspective of the state of the art in organizations research as well as management research, we conducted a loosely-structured focus group with 3 senior researchers in both fields and identified several interesting contact points with that state of the art and the "refactoring" strategies therein; indeed, several strategies we identify have extremely valuable equivalents. For example, the cohesion-based strategies we identify reflect an interest in structural cohesion practices dating back to the 80’s (e.g., see the work by Burt [6] or even more recent computational methods to measuring structural cohesion such as Lozano et al. [34]). Similarly, communications protocols and practices we identify based on such protocols have been studied in social-networks analysis literature, also through automated means [59]. For example, Sommerfeld et al. [50] studied the effect of social protocols to identify the effects (whether positive or negative) of indirect reciprocity, namely, the eventual consistency in the manifestation of a certain social relation between two or more parties and the costs connected to such eventuality. Furthermore, the effectiveness of some of the strategies we isolated is still well under debate [49, 61] in their own fields of research [49]. For example, the social sanctioning strategies we previously showcased have seen research in both social networks analysis and organizations research but the negative long-term effects of such sanctioning onto the social and organizational structure around specific products or artifacts [61] is still largely unknown [27] and, back to our software engineering domain, could very well be an underlying social phenomenon connected to the staggering numbers of turnover [46] in software engineering communities of practice (e.g., open-source communities). Overall, this state of the art and informal comparison we operated strongly motivates us in furthering our knowledge around the practices we identified, the sub-optimal structures that they are designed to mitigate and the effects on the long-term sustainability of a software organization.

Furthermore, from the perspective of our current understanding over software processes and software engineering as a socio-technical system, the results of this study reflect a complex phenomenon with its own self-organizing, and emerging approaches to managing and addressing community sustainability [17]. What we remark, however, is a severe gap in the state of practice in terms of (i) software engineering education around such management structural issues and the strategies to mitigate them as well as (ii) industrial-strength practices and tools to measurably improve the short-, medium-, and long-term influences of the structural issues, on one side, and the strategies addressing them, on the other side. From an educational perspective, a quick glance at the current state of the art in software engineering education—as reflected by a quick 3-year review of the software engineering education track (SEET) at the International Conference on Software Engineering (ICSE)—is by far immature to address these gaps since the topic is touched upon only marginally and with little to no systematic studies as of yet. However, this constitutes an opportunity for the community to pursue such research with a more structured approach, possibly picking up from the results and challenges that this paper showcases.

4.2 Practical Impact

As for practitioners, the contents of this article serve as a showcase of what to do in case of “nasty” manifestation of phenomena consistent with community smells. It should be noted that smells themselves, be it in their social or technical manifestation, are not necessarily bad, but rather they constitute sets of phenomena to be taken into account while designing, developing, and operating software. That being said, the catalog we offer can be used by practitioners as a cookbook to structure their emergent approach at community management, possibly reusing and improving upon the strategies that we have elicited. From yet another perspective, that of open-source communities, the practices reported can be used as a basis to structure contribution policies or similar community sustainability and governance bylaws. With the ever-growing mass of open-source contribution, it is very common nowadays to see such community management and engagement protocols; the results we report could well be used to structure those protocols starting from a solid and proven basis. To gain evidence of this usefulness, we analyzed a selected sample of gray literature discussing the phenomenon of open-source community forking—namely, when a community is split into two or multiple sub-communities pushing forward disjoint products and technical spaces—and its consequences along the lines of community survivability (e.g., see the seminal work by Gamlesi"son et al. [18]). From this preliminary analysis it is clear that community smells are relevant factors in the phenomenon of community forking; in this scope, some of the strategies we have identified might have mitigated the consequences of the forking or aid in avoiding it altogether.

4.3 Relation with Previous Practices

Although the strategies we reported in this manuscript were elicited with rigorous empirical means and through the engagement of industrial stakeholders, the attempt at gathering socio-technical mitigation approaches is not novel per se. For example, as previously mentioned, previous work on the emerging role of community-shepherding software architects [53] has put forth a number of architecture-based strategies to refactor products (and the organizational structures around them) in line with mitigating community smells other than the ones we report in this paper. Examples of such strategies reflect the use of daily standups, architecture discussion groups or architecture knowledge-sharing practices. On the one hand, the strategies in this manuscript can be seen as more generically-applicable and smell-specific approaches which do not directly relate to any one specific software or organizational artifacts. On the other hand, strategies reported previously have a
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domain-specific connotation, e.g., Noll et al. [38] work in the scope of general barriers to communication and collaboration in Global Software Engineering (GSE) scenarios or even earlier in time Joiner touches upon management smells akin to community smells specific to software reuse and strategies to reduce the connected risks [33]. Overall, the key message is that this organisational-strategic approach should become a practitioners’ field manual in support of their organizational and socio-technical activities with structured and tested-true approaches.

5 THREATS TO VALIDITY

A number of threats might have influenced our findings. In this section, we summarize and explain how we mitigated them.

Threats to construct validity. Threats in this category refer to the relationship between theory and observation. In our study, this may mainly concern the way we have measured (i) how relevant community smells are in practice and (ii) what are the refactoring strategies associated to them. In the former case, we asked practitioners to answer through a ‘yes’/’no’ option since we just wanted to inquiry them on whether certain situations actually happened to them. In the latter case, we let practitioners write down their opinions and experience: this was required to let them express their thoughts on the matter without biasing them with pre-defined answers. Moreover, we referred to community smells as “situations”, thus did not bias the participants to believe that those represent a problem. In our future research agenda, we include a partial replication of our study aiming at measuring the experience of practitioners through semi-structured interviews, which can potentially help and complement the analysis of the refactoring strategies applied when dealing with community smells.

Threats to conclusion validity. As for the concerns between treatment and outcome, a major threat refers to the way we analyzed data coming from the practitioners’ answers. To address RQ1, we computed basic statistics reporting the number of times they answered that community smells appeared in their experience. As for RQ2, we relied on a Straussian Grounded Theory [12] approach when analyzing the practitioners’ open answers. As explained in Section 2, this research approach does not assume the presence of any previous theory to be tested over the data: this perfectly fits our goal of extracting knowledge on community smell refactoring starting from the practitioners answers. Nevertheless, we recognize that further replications of the empirical study might provide additional insights and stronger conclusion validity.

Threats to external validity. These mainly concern with the generalizability of the reported findings. In our case, we aimed at collecting opinions from practitioners having a solid background in both software development and management. This constraint naturally limits the survey population, i.e., not all practitioners may be invited to answer our survey as they may have not the required experience to answer our questions. However, we ended up with a total amount of 76 professionals: most of them had practical experiences with managing software teams and, perhaps more importantly, most of them dealt with community smells in the past, thus being able to provide us with valid insights to address our research questions properly. Furthermore, we were able to collect answers from both women and men: this was an important requirement since women and men may have had different ways of solving socio-technical problems arising in software communities [5, 64].

The two aspects discussed above, i.e., management experience and gender diversity, make us confident of the generalizability of our findings. Nonetheless, we are aware that more responses may have led to slightly different results or even highlighted additional refactoring strategies. For this reason, we aim at replicating our study taking into account a larger set of experienced practitioners.

6 RELATED WORK

The presence of community smells reflects both the health of the organization as well as the quality of the software produced (and also its life cycle). [42]. So, in the context of our work, we had to deal with both software engineering and organizational research. In this section, we outline related work in (i) establishing, measuring, tracking or otherwise improving the health or status of software engineering communities and (ii) empirically assessing the effects of community smells on social and technical aspects of source code.

Software communities health. On the software engineering side of the topic spectrum, several works provided fundamental insights into the problem, including the widely known socio-technical congruence [7] research, but without ever offering a theoretically-and empirically-established quality model. For instance, research community concentrated on establishing the link between several organizational structure qualities (e.g., hidden-subcontractors in the organizational structure [1, 3], awareness [4, 39], distance and coordination [23, 26], etc.) with respect to software quality [57].

Jansen [31] proposed a framework for open-source ecosystems health, based on the study of the literature; in particular, the proposed framework was focused on parameters for ecosystem health without considering organizational structures or anti-patterns emerging thereto. Similarly, the work of Crowston and Howison [13] offered anecdotal evidence of the need for empirically-proven quality models for open-source communities. They argued that informal open-source communities are healthier since they are more engaged. Our work could be seen as a second step of their proposals, since we propose an empirically-grounded catalog of strategies that practitioners can use successfully to mitigate their encounters with specific community smells.

At the other end of the spectrum, organization and social-network research proposed a plethora of organizational anti-patterns [43, 51], as well as (a few) best practices to address them [29, 60], with even fewer exceptions for open-source software communities [55]. For example, Giatsidis et al. [20] elaborated on collaboration structures with high-edge social network analysis. They concluded that organizationally-specific k-structured networks are more efficient than others, so there exists an organizational structure which best fits a pre-specified purpose. Similarly, the same authors investigated on the impact of communication, collaboration and cooperation over community structure qualities [19]. Insights from both papers would offer a valuable basis for argument over organizational structure research in software engineering. However, in our work, we face the problem asking practitioners to share us their knowledge and experience about sub-optimal situation; thus might lead to achieving more practical insights.
Research on community smells. In the last years, community smells have begun to receive particular attention [41, 58]; one of the motivations resides in the development of the tool able to detect them called CodeFace by Joblin et al. [32]. Indeed, the aforementioned tool was first augmented with heuristics capable of detecting community smells [58] and then adopted to investigate the impact of community smells over code smells [41]. In the first place, Tamburri et al. [58] assessed the detection capabilities of the proposed augmented tool, named CodeFace4Smells by surveying practitioners, who confirmed that the results given by the tool are accurate and meaningful. Also, the authors investigated (i) the diffuseness of four community smells in open-source and (ii) their relation with known socio-technical factors: their results provided evidence that smells are highly diffused and can be foreseen by taking certain socio-technical indicators under control. At the same time, Palomba et al. [41] discovered that community smells represent top factors preventing from refactoring; moreover, they are key features when it comes to predicting the severity of specific code smells. Similar works have concentrated on establishing the impact of community smells on other dimensions of software engineering (e.g., architecture debt [35] and organization structure types [57]).

On another note, Catolino et al. [10] analyzed that in certain cases the emergence of community smells may be potentially reduced by increasing gender diversity. In their extended work [8], however, they found how practitioners do not perceive gender diversity and presence of women in software teams as relevant factors to avoid community smells, while they believe that other aspects, like developer’s experience or team size, may make a community more prone to be affected by smells.

The works presented in this section is complementary to those discussed above, as it does not focus on the emergence of community smells or their impact, but rather on how practitioners deal with them and, particularly, on the strategies employed in practice to get rid of community smells. Nevertheless, it is important to point out that Tamburri et al. [58] have developed a mining study in which they assessed the diffuseness of community smells in open-source projects; our analysis of the perceived relevance of community smells can nicely triangulate the findings of Tamburri et al. [58] and potentially show preliminary insights into the awareness of practitioners with respect to community smells.

7 CONCLUSION

Community smells are critical socio-technical situations that may lead to increase social debt and overall project's costs [37, 54]. While the research community has mainly focused on understanding their properties [8, 10, 57, 58] and detecting them [41, 58], a few studies have investigated how practitioners remove them and increase the health status of software communities.

In this paper, we have done the first step toward the definition of refactoring strategies for four well-known community smells such as Organizational Silo, Black Cloud, Lone Wolf, and Radio Silence. We have designed a survey study and recruited 76 experienced professionals, with most of them who observed community smells in their career, to address two research questions related to (i) the perceived relevance of community smells and (ii) the corrective actions performed. On the one hand, key results of our study confirm that community smells are relevant problems for practitioners; in particular Lone Wolf and Black Cloud are the smells that more frequently arise in industry. On the other hand, we devised and discussed a brand new taxonomy of refactoring strategies that can be used by practitioners as a field manual to deal with community smells in practice.

Our future work includes the replication of the study aimed at considering a larger amount of practitioners and confirming the results achieved so far. Moreover, we plan to complement our findings with semi-structured interviews and longitudinal studies.
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