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ABSTRACT
The accurate identification of defect-inducing commits represents a key problem for researchers interested in studying the naturalness of defects and defining defect prediction models. To tackle this problem, software engineering researchers have relied on and proposed several implementations of the well-known Sliwerski-Zimmermann-Zeller (SZZ) algorithm. Despite its popularity and wide usage, no open-source, publicly available, and web-accessible implementation of the algorithm has been proposed so far. In this paper, we prototype and make available one such implementation for further use by practitioners and researchers alike. The evaluation of the proposed prototype showed competitive results and lays the foundation for future work. This paper outlines our prototype, illustrating its use and reporting on its evaluation in action.
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1 INTRODUCTION
State-of-the-art research in automated software engineering has proposed many studies investigating the nature of software defects [5, 18] as well as a number of approaches for predicting defects in various contexts, combining anything between rule-based [17] and machine-learning based approaches [7, 8, 19]. To support the conclusions of all these pieces of research, a common problem concerns the correct identification of so-called defect-inducing commits, i.e., the code changes in which a defect was introduced by developers. To handle this problem, a widely used solution is to rely on the Sliwerski-Zimmermann-Zeller (SZZ for short) algorithm [24] — that is, an algorithm based on the annotation/blame feature of version-control systems able to locate such defect-inducing commits.

Despite its wide usage, there exists no open-source and publicly available implementation of the SZZ algorithm which is parallelizable and highly-distributable for use in large-scale production systems, as highlighted by a recent systematic literature review on the topic [25]. This lacking entails two main consequences: (1) it is not possible for researchers to have a common ground on which to build and base their experiments; (2) there is no benchmark implementation that can be either augmented or compared to alternative solutions. For these reasons, in this paper we present OpenSZZ, our public implementation of the SZZ algorithm. Specifically, we publish and make available the full SZZ implementation project as a GitHub project 1. Researchers can use our implementation to investigate different hypotheses or submit new versions of the algorithm. Furthermore, practitioners can make use of our implementation e.g., as part of their DevOps pipelines [2].

Overall, this paper offers two main contributions:

(1) a publicly available implementation of OpenSZZ, an open-source, scalable implementation of the SZZ algorithm;

(2) the empirical evaluation of OpenSZZ, done by conducting a manual analysis of the results yielded by the tool, which confirmed the validity of our implementation.

The remainder of this paper is organized as follows. In Section 2, we provide the background on the SZZ algorithm. Section 3 outlines our own implementation of the SZZ algorithm, highlighting its design characteristics and licensing schema. Subsequently, Section 4 outlines the evaluation, while Section 5 summarizes the impact of the proposed tool for the research community. In Section 6 we overview the tools similar to the one proposed, thus highlighting how it overcomes the state of the art. Finally, Section 7 concludes the paper.

2 THE SZZ ALGORITHM
The SZZ algorithm is the most frequently used algorithm for identifying bug-introducing changes2 [24], [10] and has been applied by the authors of 200+ research papers [20].

More specifically, the SZZ algorithm identifies sets of changes that induce bug fixes in the source code, based on historical data from versioning and issue tracking systems. The SZZ algorithm labels commits as one of three possible types: (1) Inducing; (2) Fixing; (3) Not related to faults. The algorithm is based on two main steps:

1OpenSZZ Github repository: https://github.com/clowee/OpenSZZ
2303 citations in Scopus and 707 in Google Scholar on 20/05/2019
We implemented the SZZ algorithm as a cloud-native application version and its previous version.

The algorithm is implemented based on the following four concepts:

1. **Transaction**: This is an object representing a commit retrieved by the git log. It contains information about the commit, such as the commit timestamp, the author, the title, the commit message, the attachments, the comments, and the changed files.

2. **Issue**: This is an object representing a Jira issue. It contains information about the issue, such as the status, the priority, the reporting date, the fixing date, and the author.

3. **Link**: This is an object containing a transaction and its (probably) related issue. Since a transaction can fix several issues, we can have several link objects with the same transaction, but with different issues.

4. **Suspect**: For each changed link file, a suspect object is created. It contains the changed file under analysis, a commit SHA, and its time stamp. The commit is the commit that is closest to the issue-reporting day affecting the same lines of code changed by the transaction of the link.

OpenSZZ takes as input a Jira URL and a Git URL and returns a list of Bug-Fixing Commits and Bug-Inducing Commits. Below, we provide a short description of the workflow adopted:

1. If both the Jira and the GitHub URL are correct, the tool downloads the git log and all the Jira issues;
2. Commits containing the Jira Key (retrieved by the Jira URL) or a number or special key words (like bug(s) fix(es), defects) are saved in a transaction list;
3. For each transaction in the list, and for each presumed Jira Key found in the description, a “Link” object is created. Each Link object is evaluated by a semantic and a syntactic analysis. Only Links achieving a certain score are kept for further analyses. We consider the remaining Links Bug-Fixing Commits; in other words, commits/transactions that really have closed/fixed a bug/issue;
4. For each remaining Link for each changed file of the related Transaction, the suspect is calculated. The suspect that is closest to the issue-reporting date is kept and printed and considered the Bug-Inducing Commit of the issue.

The cloud-native implementation of the OpenSZZ algorithm makes it possible to execute the algorithm by invoking a web service API. The API creates a queue of requests that allows serving a higher and parallel number of requests.

The architecture of the web application version is depicted in Figure 2 and features the following architecture elements:

- The WebApp Container element contains the web user interface. It sends the data inserted by the user to the Dispatcher Container through REST web services and also displays warning or error messages in case the input data is not correct. Admin users also have the possibility to get an overview of the requests inserted by the users and the status of the requested analyses.
- The Dispatcher Container element checks the correctness of the input data and, if correct, inputs the data into a RabbitMQ reliable messaging queue to conduct OpenSZZ analysis. Once the analysis is completed, the Dispatcher Container component (1) receives a message from the Analyzer Container, (2) gets the results from it, and (3) sends an email to...
the user communicating the completion of the analysis and providing a link for downloading the results. The results are encoded as a csv file of BugInducingCommits. Request data is also saved in a mongo db for monitoring purposes.

- The Analyzer Container is replicated n times in order to guarantee good analysis performance as well as multiple concurrent analyses; n is a parameter established by the administrator and can be instrumented with automated elasticity management following state-of-the-art approaches [1]. If it is not busy, each Analyzer Container listens to the same queue. Once it gets a message, it starts the analysis and will not listen to the queue anymore until it has finished the current analysis. If all containers are busy, incoming messages are queued and executed by the first available container.

![Figure 2: OpenSZZ, Web Application Architecture](image)

In terms of direct usage of the web service, OpenSZZ provides a web dashboard where users can analyze projects by entering the basic project information into the web form 3. The SZZ then starts to compute the bug-fixing and bug-inducing commits and sends an email with the link for downloading the results as soon as the computation is finished. The users should be aware that for some big projects, the computation time could be very long (e.g., it takes more than one week for the Apache Https server).

![Figure 3: Screenshot of OpenSZZ Web Application](image)

### 3.1 Licensing Schema and Intended Follow-ups

The SZZ implementation is provided as free and open-source software. Users can redistribute and/or modify it under the terms of the GNU General Public License as published by the Free Software Foundation version 3. Furthermore, the SZZ implementation is distributed without any warranty, without even the implied warranty of merchantability or fitness for a particular purpose. More details on the GNU GPL 3 License can be found here: https://www.gnu.org/licenses/. The aforementioned schema is meant to support academics and practitioners in furthering their understanding of the algorithm as well as promoting its use in production-ready pipelines or as part of active research transfer engagements.

### 3.2 Current code version

<table>
<thead>
<tr>
<th>Nr.</th>
<th>Code metadata description</th>
<th>Please fill in this column</th>
</tr>
</thead>
<tbody>
<tr>
<td>C1</td>
<td>Code version</td>
<td>R1.1</td>
</tr>
<tr>
<td>C2</td>
<td>Permanent link to code/repository used for this code version</td>
<td><a href="https://github.com/clowee/OpenSZZ">https://github.com/clowee/OpenSZZ</a></td>
</tr>
<tr>
<td>C3</td>
<td>Legal Code License</td>
<td>GPL-3.0</td>
</tr>
<tr>
<td>C4</td>
<td>Code versioning system used</td>
<td>Git</td>
</tr>
<tr>
<td>C5</td>
<td>Software code languages, tools, and services used</td>
<td>Java, Docker</td>
</tr>
<tr>
<td>C6</td>
<td>Compilation requirements, operating environments &amp; dependencies</td>
<td>Docker, Docker-compose, Java Jdk 1.8 or higher, availability of open port ranges (at least 10 open ports)</td>
</tr>
<tr>
<td>C7</td>
<td>If available Link to developer documenta tion/manual</td>
<td><a href="https://github.com/clowee/OpenSZZ">https://github.com/clowee/OpenSZZ</a></td>
</tr>
<tr>
<td>C8</td>
<td>Support email for questions</td>
<td><a href="mailto:davide.talib@tuni.fi">davide.talib@tuni.fi</a></td>
</tr>
</tbody>
</table>

4 EVALUATION

Several researchers who used the SZZ algorithm have published their data. However, the links to several of these data sets are not available anymore. The vast majority of the available data sets do not report information on bug-inducing and bug-fixing commit identifiers; instead, they report aggregated information on the total number of inducing and fixing bugs.

We validated the results of our algorithm by following the same approach adopted by Kim et al. [10] and [4]. We manually inspected the commits marked as bug-inducing and bug-fixing commits.

We randomly selected 50 bug-fixing commits from the trunk of the Zookeeper project 3. These 50 commits contained a total of 650 changed lines, which were mapped back to a bug-inducing commit.

As expected, 551 of the 650 lines changed in the bug-fixing commits appear to actually have fixed a bug. This is in line with the results obtained by [4], who reported that 83% of the lines changed in bug-fixing commits actually fixed the bugs.

Regarding false positives, several lines were related to code refactoring or cleaning. For example, in some cases, the declaration of some variables was moved to the beginning of the class or of the method.

Unfortunately, we were not able to evaluate the results against other implementations, or to compare the results with other studies [26][6], since the replication packages were not available or did not include the labeled data on the fault-fixing and fault-inducing commits.

5 PRACTICAL IMPACT AND IMPLICATIONS

As highlighted by Rodriguez et al. [20], several works adopted the SZZ algorithm, but only some limited implementations are available. Researchers need to implement the algorithm independently, and validate it internally, with the threat of using an algorithm that

---

3 https://github.com/apache/zookeeper
is not externally validated and potentially buggy. Several extension of the SZZ algorithm have been proposed by different groups. However, also the extensions are not public and the algorithms are only reported on papers. Rodriguez et al. also proposed to implement a public and open source version of the SZZ algorithm, to enable researchers to propose practical improvements, and to widely validate it.

OpenSZZ, as free and open-source project, available in GitHub, is bound to enable: (1) practitioners to practically integrate the algorithm as part of automated testing, integration, and deployment pipelines; (2) researchers interested in developing and extending this algorithm as well as testing its limitations in terms of non-functional aspects such as performance, scalability, automation degree and more; (3) security and & privacy engineers to elaborate more on the SZZ’ weaknesses and vulnerabilities at scale. Furthermore, researchers are enabled to fork the project proposing their new versions, or submit new improvements by means of the classical GitHub pull-request mechanism.

Beyond the current state of the art, OpenSZZ will open several research questions, including for example the public and concurrent open validation of the original SZZ algorithm as well as its further improvement. In addition, the availability of our implementation will also enable mining software repositories competitions with the goal of improving the identification accuracy of the fault-inducing commit.

Finally, on top the indication of usage of the SZZ algorithm reported in the SLR from Rodriguez et al. [20], a query in Scopus reveals that more than 450 papers implemented the SZZ algorithm independently. Figure 4. OpenSZZ will enable many more works on this topic, allowing all the researchers that never implemented the algorithm to use it.

Figure 4: Number of papers using the SZZ [24] algorithm

6 RELATED WORK

In this paper, we present an open-source and publicly available tool implementing the SZZ algorithm. While we are aware of the many previous studies that employed SZZ for finding the origin of defects, we consider them out of the scope of our literature review; a comprehensive overview of these studies is available in the paper by Rodriguez et al. [20].

When it comes to the implementation of SZZ, this was originally devised by Śliwerski et al. [24]. Later on, different researchers have provided improvements in order to filter out cosmetic changes (e.g., rename refactoring operations) [9] or to increase its precision by means of line number mapping [27]. While in our work we have opted for the implementation of the original algorithm, we made our source code open with the aim of stimulating other researchers to contribute, implement, and test new versions of SZZ. At the same time, it is important to note that the evaluation conducted to verify the performance of the proposed tool showed that it is able to correctly locate most of the bug-inducing commits, meaning that our implementation already offers a valuable basis for conducting studies that require the usage of SZZ.

The closest tools to the one presented herein are those presented by Rosen et al. [21] and Borg et al. [3]. In the former work, the CommitGuru platform was introduced: this is a software analytics tool that allows researchers to specify a Github repository and outputs a number of metrics, including the information on the risky commits, i.e., those that can potentially introduce defects. Looking at the implementation details of the platform, the risky commits are identified based on the original implementation of SZZ. There are two main differences with respect to the tool we propose: contrarily to Rosen et al. [21], (1) we present an open-source platform that researchers can directly use or even improve; and (2) we empirically assessed the performance of our implementation, showing that it is suitable for mining software repository studies. As for Borg et al. [3], they presented SZZUnleashed, an open implementation of SZZ that has later used in an example scenario involving Jenkins projects. While our paper has a similar goal, the open-source nature of OpenSZZ makes it more usable and extensible. Moreover, OpenSZZ enables to scale faster, allowing to analyze several large projects in parallel thanks to its cloud-native nature. Furthermore, Borg et al. [3] did not report details about the accuracy of their implementation and the resulting performance, while we made an effort toward this direction in order to produce a tool that is as accurate as possible.

7 CONCLUSIONS

This paper presented an open implementation of the well-known SZZ algorithm. The implementation is provided as a downloadable package and container so that it can be used as a containerized web service API. The evaluation was conducted using state-of-the-art data sets and by comparing implementation performances.

The evaluation itself showed competitive performance, which reflects a highly usable and potentially production-ready piece of software. OpenSZZ has been already adopted in our previous works [22][11][12][14][16] and a dataset containing the analysis of 33 open source projects has been recently published [15]. More details on the dataset and on the diffuseness of faults can be found in [13]. Moreover, the GitHub project has been forked 49 times by several researchers.

In the future, we aim to refine our implementation from several perspectives, including its usage as part of larger-scale DevOps verification and validation pipelines and analytical solutions. Moreover, we are planning to implement different extensions of the SZZ algorithm, such as [23] and [4], to allow researchers to adopt the version they need in their research work.
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