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ABSTRACT

During software evolution, code is inevitably subject to continuous changes that are often performed by developers within short and strict deadlines. As a consequence, good design practices are often sacrificed, possibly leading to the introduction of sub-optimal design or implementation solutions, the so-called code smells. Several studies have shown that the presence of code smells makes the source code more change- and fault-prone, reduces productivity, and causes greater rework and more significant design efforts for developers. Refactoring is the practice that developers may use to remove code smells without changing the external behavior of the source code. However, it requires much time and effort and is poorly automated, often leading developers to prefer keeping low-quality code instead of spending time in designing and performing refactoring operations. To mitigate this problem and support developers throughout the process of code smell identification and refactoring, in this paper we present cASpER, a IntelliJ IDEA plugin that provides visual and semi-automatic support for detection and refactoring four different types of code smells.
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1 INTRODUCTION

Software life cycle inevitably demands continuous changes and enhancements [7], which too often require to be completed under strict deadlines. This too often leads developers to set aside old good design principles in favor of quick solutions, allowing the introduction of the so-called code smells [7], i.e., sub-optimal design/implementation, which seriously impact on program comprehension, maintainability, as well as developer’s productivity [7]. Refactoring represents the activity to remove code smells without altering the external behavior of the source code [7]. Unfortunately this activity is conducted either with a great manual effort, or with a limited automatic help, as few code smell detection and refactoring research proposals [1, 6] have become usable tools.

In this paper, we propose cASpER (Automated code Smell Detection and Refactoring), a novel IntelliJ IDEA plugin that (1) integrates two state-of-the-art code smell detection approaches such as DECOR [8] and TACO [9] to support the identification of four types of code smells (i.e., Feature Envy, Misplaced Class, Blob and Promiscuous Package), (2) proposes refactoring recommendations implementing approaches previously proposed in literature [2, 3], (3) automatically modifies the source code according to the desired refactoring operations, and (4) and visualize, in a single view, source code metrics, concepts and attributes. In the following sections, we briefly describe the features of the tool and a use case scenario.

2 CASPER’S FEATURES

In this section, we provide a brief description of cASpER features, focusing on the detection and the refactoring strategies adopted for each supported code smell (i.e., Feature Envy, Misplaced Class, Blob and Promiscuous Package). The tool offers two kind of well-known and validated detection strategies: a structural one, relying on metrics computation (which are pointed out in the online appendix [10]), that is DECOR [8], and a text-based one, TACO [9], which focuses on the textual content of the component under analysis.

Feature Envy and Misplaced Class represent a problem of a misplaced component, respectively at class (a misplaced method) and at package level (a misplaced class) [7]. TACO [9] detects them computing their conceptual similarity (textual cosine similarity) with external components and compares it with their container component. If the similarity with the most similar external container (envied container) is higher than the actual container, and the difference is higher than a given threshold, then the component is marked as smelly and a move method/class refactoring is suggested from the current container to the envied one. DECOR [8], on the other hand, computes the component external references (method calls and dependencies respectively), and if they are more than the component internal one (class to methods of the same class or
dependencies to classes within the same package), than the component is marked as smelly. The refactoring algorithm is very simple for both: following Fowler’s guidelines [7], and exploiting IntelliJ refactoring API, the smelly component is placed in the right spot.

The second couple of smell, Blob and Promiscuous Package, represent two example of a large, low cohesive, component, grouping together elements that are not related to each other, at class and package level respectively. Both the detectors use the concept of cohesion to find out if a component is smelly, computing it in different ways. Taco [9] computes the average textual similarity of all the internal components, while Decor [8], on the other hand, applies an heuristic based on the computation of structural metrics [4, 5], using LCOM, ELOC, WMC and NOA for classes, and MIntraC and MInterC for packages. If the cohesion is lower than a given threshold, the component is considered smelly and an extract class/package refactoring operation is suggested. The refactoring is based on the algorithms by Bavota et al. [2, 3]. The aforementioned code smell detection and refactoring approaches have been presented and validated in previous papers [2, 3, 8, 9], and so, cASpER accuracy is based on the accuracy of these approaches. Moreover it is important to remark that the automated refactoring is directly performed using the IntelliJ APIs: as such, the operations do not produce compilation errors.

3 CASPER AT WORK

For the sake of space limitation, we report only an example scenario of the tool usage in this section. In particular, we describe the whole procedure aimed to detect and correct occurrences of Misplaced Class on a system under development, Book-A-Book, a web application for libraries. Move Class Refactoring is supported by a three-step wizard.¹

In the first step, the software engineer starts the code analysis selecting the cASpER command in the main menu. Optionally, the engineer can configure the thresholds selecting the configure button in the same menu; otherwise, the default thresholds are used. Once the analysis is completed, a dialog box shows the results, as shown in Figure 1. On the left side of the window, there are as many checkboxes as the number of analyzed code smells, and some text boxes showing the thresholds used for the analysis. On the bottom side, there is a table showing the candidate smells found. The table is made up of 5 columns: the name of the candidate smelly component, the smell type, the degree of smelliness computed with both textual and structural algorithms, and the severity of the smell. Selecting one of the rows, the source code of the selected component is shown on the right side of the window. In the reported example, the engineer selects the class Libro, in the entities package, which the structural code smell detector, marks as Misplaced. In the second step, the tool shows a detailed view of the selected smelly class, the current package, and the envied package. In our scenario, Libro should be moved into the Dao envied package since this is the most conceptually similar class. If developer selects the Find Solution button to get the refactoring suggestion. cASpER shows a window with the recommended refactoring(Figure 2). Four radar maps show the five most frequent terms of the current package and the envied package, before and after the refactoring operation. Clicking on the Refactor button, the move class refactoring is performed, and the class is placed in the package suggested by the tool.

4 CONCLUSION

In this paper, we presented cASpER, open-source IntelliJ plugin for the automatic detection and refactoring of code smells. In our future works, we plan to employ the tool in a study aimed at assessing how developers react to cASpER recommendations. We also plan to add new code smell support as well as new detection strategies.
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