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ABSTRACT

Software engineering projects are now more than ever a community effort. In the recent past, researchers have shown that their success may not only depend on source code quality, but also on other aspects like the balance of distance, culture, global engineering practices, and more. In such a scenario, understanding the characteristics of the community around a project and foresee possible problems may be the key to develop successful systems. In this paper, we focus on this research problem and propose an exploratory study on the relation between community patterns, i.e., recurrent mixes of organizational or social structure types, and smells, i.e., sub-optimal patterns across the organizational structure of a software development community that may be precursors of some sort of social debt. We exploit association rule mining to discover frequent relations between them. Our findings show that different organizational patterns are connected to different forms of socio-technical problems, possibly suggesting that practitioners should put in place specific preventive actions aimed at avoiding the emergence of community smells depending on the organization of the project.
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1 INTRODUCTION

Software is increasingly being developed by globally-distributed communities having complex social networks of software development [45]. Over the last years, researchers have been investigating the impact of such complex social networks on the sustainability of open- and closed-source communities as well as source code quality, finding them to be a highly relevant factor for the success of software systems [7, 29, 35, 40, 47]. As an example, Kwan et al. [29] showed that the alignment between social and technical structure of the community, i.e., the so-called socio-technical congruence [8], has an effect on the build success, while Palomba et al. [35] found that community-related factors can increase the criticality of source code quality issues. As such, studying software communities does not only represent a way to understand and learn how to reduce social debt, i.e., the unforeseen cost given by a wrong management of the communication/coordination between developers [41], but also to possibly improve the overall quality of the technical products being developed [29, 35].

In recent work, Tamburri et al. [45] elicited a set of community patterns, namely common governance mechanisms adopted by open-source practitioners to manage the community, showing that each pattern has its own characteristics and peculiarities [10]. On the other hand, Tamburri et al. [40, 47] also explored the dark-side of software communities and described a set of sub-optimal organizational structures that lead to the emergence of both social and technical debt, which have been named as community smells.

While researchers are studying community patterns and smells in isolation, for instance by assessing how community smells manifest themselves and can be mitigated [11, 12], there is still a lack of knowledge on the joint relationship between community patterns and smells. An improved understanding of such a relation is important to reveal whether and to what extent certain governance mechanisms are more inclined to incite the emergence of community smells. Such understanding would allow researchers to further investigate the problem, possibly proposing monitoring and/or remediation strategies.

In this paper, we start tackling this lack of knowledge and propose an exploratory empirical study on how community patterns relate to community smells. By mining data from 25 open-source communities, we first exploit association rule learning [1] with the aim of discovering frequent co-occurrences between the two phenomena of interest, and then reason on the rationale behind the observed relations. Key findings of our study show that different community patterns relate to different smells, highlighting that the governance mechanisms which are put in place may potentially have consequences in terms of social debt.
Our results have implications for both researchers and practitioners. Based on our findings, the former can further analyze the dynamics behind community patterns and how various known and established governance mechanisms lead to socio-technical issues or whether novel mechanisms are required for specific operational conditions. The latter, instead, can exploit our results to understand what are the risks associated with the community pattern(s) currently in place in their projects and take preventive actions for business continuity perhaps focusing on working out the aforementioned novel governance patterns and practices.

**Structure of the paper.** Section 2 overviews the design of the exploratory study, while Section 3 presents the achieved results and discusses them. The potential limitations of the study are reported in Section 4. Section 5 discusses the literature related to community patterns and smells. Finally, Section 6 concludes the paper and presents our future research agenda.

## 2 EMPIRICAL STUDY DESIGN

The goal of our empirical study is to investigate the relation between community patterns and smells, with the purpose of understanding whether the structural organization of a community may potentially lead to some sort of social debt. The perspective is of both researchers and practitioners, who are interested in discovering the potential impact of organizational patterns on the emergence of community smells.

More specifically, the empirical study is driven by the following research question (RQ):

**RQ.** *What is the relation between community patterns and community smells?*

In the following sections, we describe the context of the study as well as the data collection and analysis required to address our RQ.

### 2.1 Context of the Study

The context of our empirical study was composed of (1) projects, (2) community patterns, and (3) community smells.

**Projects.** We considered 25 open source software communities coming from the GitHub repository, sampled according to guidelines from the state of the art [15] and refined applying best-practice sampling criteria [28]. In particular, from the initial list of 81,327,803 open-source projects available in the repository, we first excluded systems having less that 10 contributors: such a filter was required to gather projects built by an actual community of developers. Then, we excluded systems with less than 100 commits, so that we could rely on a decent amount of information to study how developers collaborate with each other—this is required to accurately detect community smells, as explained later in the paper. Finally, we took into account systems having at least 50 KLOCs with the aim of studying medium to large projects. Applying these filters, we came up with a total of 44,387,266 projects. For computational constraints, we randomly selected 25 of them.

Table 1 summarizes the characteristics of the extracted software projects in terms of (i) size, measured as number of public releases issued and number of commits performed over their history, (ii) contributors, and (iii) application domain, according to the taxonomy proposed by Borges et al. [6].

**Community Patterns.** Table 2 overviews the community patterns under investigation, along with a short description. They come from existing literature and include various forms of organizational structures. The choice of focusing on these patterns come from the availability of an automated tool enabling their detection, i.e., Yoshi [45]. In particular, this tool implements a two-step approach: given a GitHub repository, it mines commit history, issue tracker, and contributor’s data in order to compute metrics that characterize the structure of the community. For example, Yoshi computes the overall engagement of developers, i.e., the amount of time that the contributors actively spend in community-related actions, or the level of formality of the decisional process exercised or self-imposed on the community. In the second step, the tool implements a decision tree that, on the basis of the measurements previously computed, is able to classify the organizational pattern implemented by a community, e.g., a formal or informal group.

It is important to highlight that the performance of Yoshi has been empirically assessed [45], showing an accuracy close to 100%. As such, the tool represents the ideal way to detect community patterns in our study.

**Community Smells.** Regarding community smells, we focused on four specific types such as:

- **Black Cloud.** This smell arises when the community presents an information overload due to lack of structured communications or cooperation governance;
- **Bottleneck.** In this case, one member interposes herself into every formal interaction across two or more sub-communities with little or no flexibility to introduce other parallel channels;
- **Organizational Silo.** This smell appears when there are siloed areas of the developer community that do not communicate, except through one or two of their respective members;
**Table 2: Organizational structure types considered in our empirical study.**

<table>
<thead>
<tr>
<th>Name</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Communities of practice (CoPs)</td>
<td>A CoP consists of collocated groups of people who share a concern, a set of problems, or a passion about a practice. Interactions are frequent, face-to-face, collaborative (to help each other) and constructive (to increase mutual knowledge). This set of social processes and conditions is called situateness [17]. An example is the SRE community(^1) which gathers multiple CoPs (corporate and academic) into a single-one, meeting physically to informally exchange best practices in services science.</td>
</tr>
<tr>
<td>Informal Networks (IN)</td>
<td>INs are loose networks of ties between individuals that happen to come informally in contact in the same context. Primary indicator is the high strength of informal member ties. Finally, IN do not use governance practices [15]. An example in academia, is the informal and loosely coupled set of research communities around a single topic (e.g., computer science) is a world-wide informal network.</td>
</tr>
<tr>
<td>Formal Networks (FN)</td>
<td>FNs rigorously select and prescribe memberships, which are created and acknowledged by FN management. Direction is carried out according to corporate strategy and its mission is to follow this strategy [43]. An example in software engineering is the OMG (Object Management Group): it is a formal network, since the interaction dynamics and status of the members (i.e. the organizations which are part of OMG) are formal, also, the meeting participants (i.e. the people that corporations send as representatives) are acknowledged formally by their corporate sponsors.</td>
</tr>
<tr>
<td>Informal Communities (IC)</td>
<td>ICs reflect sets of people part of highly-dispersed organisation, with a common interest, often closely dependent on their practice. They interact informally across unbound distances, frequently over a common history or culture (e.g. shared ideas, experience etc). The main difference they have with all communities (with the exception of NoPs) is that their localisation is necessarily dispersed (e.g., contrasted to INs where networked interactions can also be in the same timezone or physical location) so that the community can reach a wider audience [43]. Loosely-affiliated political movements (such as green-peace) are examples of ICs: their members disseminate their vision (based on a common idea, which is the goal of the IC).</td>
</tr>
<tr>
<td>Networks of Practice (NoP)</td>
<td>A NoP is a networked system of communication and collaboration that connects CoPs (which are localised). In principle anyone can join it without selection of candidates (e.g. Open-Source forges are an instance of NoP). NoPs have the highest geodispersion. An unspoken requirement is expected IT literacy [50]. For example, previous literature [4] discusses Socio-technical Networks in software engineering using the exact terms with which NoPs are defined in literature.</td>
</tr>
<tr>
<td>Workgroups (WG)</td>
<td>WGs are made of technical experts whose goals span a specific business area. WGs are always accompanied by a number of organisational sponsors and are expected to generate tangible assets and benefits (i.e., Return-On-Investment). Fundamental attributes of WGs are collocation and the highest cohesion of their members (e.g., long-time collaborators). For example, in software engineering, the IFIP WG 2.10 on software architecture(^2) is obviously a WG, since its effort is planned and steady, with highly cohesive action of its members, as well as focused on pursuing the benefits of certain organisational sponsors (e.g. UNESCO for IFIP).</td>
</tr>
<tr>
<td>Project Teams (PT)</td>
<td>PTs are fixed-term, problem-specific aggregations of people with complementary skills who work together to achieve a common purpose for which they are accountable. They are enforced by their organisation and follow specific strategies or organisational guidelines (e.g. time-to-market, effectiveness, low-cost, etc.). Their final goal is delivery of a product or service [43].</td>
</tr>
<tr>
<td>Formal Groups (FG)</td>
<td>FGs are comprised of people which are explicitly grouped by corporations to act on (or by means of them) (e.g. governing employees or ease their job or practice by grouping them in areas of interest). Each group has a single organisational goal, called mission (governing boards are groups of executives whose mission is to devise and apply governance practices successfully). In comparison to Formal Networks, they seldom rely on networking technologies, on the contrary, they are local in nature and are less formal since there are no explicit governance protocols employed other than the grouping mechanism and the common goal. Examples of formal groups in software engineering are software taskforces, e.g., IEEE Open-Source Software Task Force.</td>
</tr>
<tr>
<td>Social Networks (SN)</td>
<td>SNs represent the emergent network of social ties spontaneously arising between individuals who share, either willingly or not, a practice or common interest. Conversely, an unstructured network is (often by-design) not constrained by any design or structural tie (e.g., a common social practice) [50]. SNs act as a gateway to communicating communities [13].</td>
</tr>
</tbody>
</table>

**Lone Wolf.** Instances of this smell arise when the developer community has unsanctioned or defiant contributors who carry out their work with little consideration of their peers, their decisions and/or communication.

We focused on these community smells for multiple reasons. In the first place, these specific smells have been shown by previous research [22, 25, 31, 35, 42] to be (1) among the most problematic community-related issues to deal with and (2) a potential threat to the emergence of technical debt. Secondly, these smells can be detected exploiting an automated tool named CodeFace4Smells [47]. This is a fork of CodeFace [26], a tool originally designed to extract coordination and communication graphs mapping the developer’s relations within a community. CodeFace4Smells augments these graphs with detection rules able to identify the four community smells taken into account. As an example, the identification pattern for Lone Wolf is based on the detection of development collaborations between two community members that have intermittent communication counterparts or feature communication by means of an external “intruder”, i.e., not involved in the collaboration.

Also for this tool, it is important to comment on its accuracy. CodeFace4Smells has been empirically evaluated [42, 47] by means of surveys and/or semi-structured interviews with both the original industrial and open-source practitioners belonging to 60 communities. In particular, the authors of the tool showed practitioners the results obtained when running CodeFace4Smells on their communities, asking for confirmation. As an outcome, they all reported the validity and usefulness of the tool, without pointing out additional problematic situations occurred in their communities. In other words, according to developers, the community smells output by the tool are all true positives; as for false negatives, if they exist, these were not pointed out by original developers. The results achieved by the tool in previous studies [42, 47] make us confident of the high reliability of the tool and its suitability for our study.

**Data Collection and Analysis.** To address our RQ and evaluate the relationship between community patterns and smells we performed a three step data collection and analysis:

(1) Identification of community patterns;
(2) Identification of community smells;
(3) Association rule discovery;

To achieve the first step, we exploited Yoshii to discover the community patterns that affect the considered software projects. This was conducted as a release-level analysis. The releases were directly extracted from the GitHub repository of each considered project. We performed such an evolutionary analysis because in this way we could have a much richer and meaningful dataset if compared to the only 25 data points represented by the most recent snapshots of the communities considered.

Then, we detected the community smells that affect the considered software projects, exploiting the aforementioned CodeFace4Smells. Once we have extracted the list of community smells contained in each of the releases of the projects considered, we...
mined association rules [1] for detecting which community patterns and smells co-occur. In particular, association rule discovery is an unsupervised learning technique used for local pattern detection highlighting attribute value conditions that occur together in a given dataset [1]—in our case, the dataset contained the set of community patterns and smells discovered in each release of the considered projects. An association rule \( R_{left} \rightarrow R_{right} \) implies that, if a certain community pattern occurs in a project, then a community smell should occur as well. The strength of an association rule is determined by two metrics, i.e., support and confidence [1]:

\[
support = \frac{|R_{left} \cup R_{right}|}{T} \quad (1)
\]

\[
confidence = \frac{|R_{left} \cup R_{right}|}{R_{left}} \quad (2)
\]

where \( T \) is the total number of co-occurrences between community patterns and smells in our dataset. To implement association rules, we exploited the well-known \textsc{Apriori} algorithm [1], which is available in the \texttt{arules} R toolkit.\footnote{https://www.rdocumentation.org/packages/arules/versions/1.6-4/topics/apriori.} In Section 3 we report and discuss the association rules having a support higher than 0.6 and confidence higher than 0.8 [1]. This focus is necessary to produce and report only the association rules having the highest strength.

Furthermore, we computed the lift metric, which measures the ability of a rule to correctly identify a relationship with respect to a random choice model [1]. A lift value higher than 1 indicates that the left-hand and right-hand operators of an association rule appear together more often than expected, thus meaning that the occurrence of the left-hand operator often implies the co-presence of the right-hand operator. To understand the statistically significance of the rules found, we employed Fisher’s exact test [16] on the lift value achieved by the mined association rules: specifically, the test measures the significance of the deviation between the association rule model and the random choice models compared when computing the lift. The statistical significance is obtained in case of \( p \)-value lower than 0.05.

3 RESULTS AND DISCUSSION

Table 3 reports the association rules, grouped by community pattern, extracted after the application of the \textsc{Apriori} algorithm [1]. In this section, we also provide some qualitative analysis of the association rules aimed at further investigating the results and possibly understanding whether the relation between community patterns and smells is causal: to this aim, however, we deeper analyzed only a subset of the systems contained in our dataset. Specifically, we focused on the two projects, namely \textsc{Arduino} and \textsc{Salt}.

A first consideration is related to the fact that, when not filtering association rules by support and confidence, we found relationships between smells and all the communities identified by \textsc{Yoshi}, with the exception of Formal Networks. Likely, this is due to the rigorousness used to select members in this community type: indeed, only certified and acknowledged developers can become members of these types of communities, which typically operate under strict regulatory contribution policies and codes of conduct [48]. As a consequence, developers within the community need to follow strict code of conducts to continue contributing and this is known to address a number of known organisational issues but also manifesting unexpected ones such as higher turnover [48]. In our case, think of the release 1.6.0 of \textsc{Arduino}, where \textsc{Yoshi} identifies a formal network; in this context, the developers adopted a code of conduct\textsuperscript{5} to avoid unfriendly behavior among members. This result seems to confirm previous findings indicating that the usage of code of conduct actually supports the activity of software communities by creating a friendly and inclusive environment [48].

On the other hand, other community types are quite prone to be smelly. In our dataset, Formal Groups are strictly connected with two types of community smells, i.e., Bottleneck and Lone Wolf. To discover the reasons behind the relationship, we manually analyzed the sources of communications the systems rely on, i.e., the GitHub issue trackers and the mailing lists. Basically, formal groups are formed by people which are explicitly grouped to reach single specific missions. The problems arise in case two groups of the network need to communicate: in these cases it is usual that such groups communicate by means of a representative member, thus naturally leading to the introduction of a Bottleneck smell instance, which appears when there is an overhead due to members interposing themselves into every formal interaction between two groups. An interesting example appeared in the \textsc{Arduino} community, where the communications related to programming questions\textsuperscript{6} are often conducted by two specific members, i.e., Member \( A \) (present in 2,675 forum posts over the total 3,410) and Member \( B \) (present in 2,155 forum posts over the total 3,410). At the same time, the peculiarities of the community type makes it more prone to be affected by the Lone Wolf smell, which represents an extreme case of formal group, i.e., when a small set of developers perform their tasks without caring the decisions made within the group.

Besides having a high support and confidence values, the rules found also have a lift higher than 1, confirming that the two community smells often appear within formal groups. Note that the high lift values are also statistically significant as the Fisher’s exact test quantified the \( p-values \) as lower than 0.05.

The relationships between the Informal Communities and the Organizational Silo Effect and Lone Wolf smells were also quite expected. In this case, an informal community refers to highly-dispersed organizations having a common goal. The high dispersion of developers makes the community intrinsically more prone to be affected by the Organizational Silo Effect, since it may happen that some of the developers do not communicate with others causing poor social connections among the community members.

The high dispersion characteristic also explains the relationship with the Lone Wolf smell as previously explained, this smell appears when a single developer or a small group of community members start working in isolation without considering the decisions made within the community. Of course, a dispersed environment without a well defined structure is more prone to such behavior because developers cannot physically meet each other daily. The results were also confirmed when looking at the lift value which was higher than 1, being statistically significant (\( p \)-values lower than 0.05).

\footnote{\url{http://forum.arduino.cc/index.php?topic=145996.0}}

\footnote{\url{http://forum.arduino.cc/index.php?board=4.0}}

\footnote{Names of developers are anonymised to preserve their privacy.}
As for Informal Networks, it is worth remarking that this community type does not use governance practices. As such, it is naturally prone to the appearance of a Black-cloud instance, i.e., information overload caused by the lack of structured communication. At the same time, lack of governance also tends to make developers more independent from the community, possibly leading to the introduction of a Lone Wolf smell instance. Also in these cases, the lift values were higher than one while the p-values lower than 0.05: for this reason, we can conclude that the relationships discovered are meaningful and statistically significant.

Finally, we found an unexpected connection between Networks of Practice and the Bottleneck smell. By definition, a network of practice is a community that connects communities of practice, i.e., collocated groups in which interactions are frequent and collaborative. While such communities should theoretically be effective in communication, they are often affected by a Bottleneck due to developers who act as middleman between two groups. For example, in the version v2015.5.0 of the SALT project a single developer managed most of the communications performed by developers, becoming in practice a bottleneck. Interestingly, the lift value reached 1.59 with p-value = 0.032, confirming that the relationship is strong and statistically significant.

To broaden the scope of the discussion, the results achieved show that different community patterns are more prone to be affected by different community smells: this practically means that the information extracted by YOSHI about the community pattern can be exploited by practitioners as a useful source to diagnose and understand underlying social, socio-technical as well as organizational issues across their community.

**Finding 1.** Different community patterns relate to different community smells. The reasons behind the presence of smells are strongly related to the characteristics and peculiarities of the community patterns.

### 4 THREATS TO VALIDITY

In this section we discuss factors that might have influenced our study and be a threat to its validity, focusing on threats to construct, conclusion and external validity.

#### 4.1 Threats to Construct Validity

Threats to construct validity are related to the relationships between theory and observation. Generally, this threat refers to imprecision in the measurements performed. In our case, this impacts all the gathered data, as it might be "biased" by the imprecision of the exploited tools. However, both YOSHI and CODEFACE4SMELLS were previously validated [26, 40, 44, 45], showing good detection capabilities. This increases the reliability of our study and make us confident of the accuracy of the collected data. Another potential threat to construct validity could be the operationalization of communication and collaboration, as they come only from the mining of GitHub commit history and issues conversation. Although there might be many other channels for communication (e.g., Slack), we find that the sole mining of GitHub is reliable enough to our extent.

#### 4.2 Threats to Conclusion Validity

The main threat in this category is the use of the A\textsc{Priori} algorithm to discover the relationships between the observed phenomena. On the one hand, this technique has been widely adopted by researchers to study hidden relations between two phenomena (e.g., [33, 34, 51]), whose validation process involved not only statistical evaluation, but also a survey study actively involving the interested communities. On the other hand, we only considered and discussed the strongest rules, namely the most reliable ones which had high support and confidence. In addition, we also closely looked at two systems of the dataset with the aim of providing qualitative examples and a rationale that explains the rules discovered.

#### 4.3 Threats to External Validity

The main issue concerned with the generalization of the results is the number of software communities analyzed in the study. While a set of 25 systems is not a statistically significant sample of the most active projects present in GitHub, it is important to remark that the main goal of our paper was to discover a relation between community patterns and smells, and not a large-scale study of open source projects properties. Furthermore, we were able to perform finer observations looking at some specific projects of our dataset, which were studied closely. For this reason, we believe that the dataset can be considered large enough for answering our research question. In addition, to make our findings as generalizable as possible we took into account a variety of communities having different characteristics, scope, size, and coming from different application domains. We plan to extend our investigation on a larger set of communities.

The choice of focusing on certain community patterns and smells might be a threat to the generalization of the results as well. While further replications of our work would be desirable and already part

### Table 3: Association rules between community patterns and smells.

<table>
<thead>
<tr>
<th>Rule</th>
<th>Support</th>
<th>Confidence</th>
<th>Lift</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Formal Group → Bottleneck</td>
<td>0.77</td>
<td>0.91</td>
<td>1.54</td>
<td>0.033</td>
</tr>
<tr>
<td>Formal Group → Lone Wolf</td>
<td>0.73</td>
<td>0.88</td>
<td>1.26</td>
<td>0.013</td>
</tr>
<tr>
<td>Informal Community → Organisational Silo Effect</td>
<td>0.74</td>
<td>0.94</td>
<td>1.69</td>
<td>0.011</td>
</tr>
<tr>
<td>Informal Community → Lone Wolf</td>
<td>0.68</td>
<td>0.82</td>
<td>1.63</td>
<td>0.022</td>
</tr>
<tr>
<td>Informal Network → Lone Wolf</td>
<td>0.71</td>
<td>0.85</td>
<td>1.46</td>
<td>0.024</td>
</tr>
<tr>
<td>Informal Network → Black Cloud</td>
<td>0.69</td>
<td>0.83</td>
<td>1.55</td>
<td>0.043</td>
</tr>
<tr>
<td>Network of Practice → Bottleneck</td>
<td>0.76</td>
<td>0.89</td>
<td>1.59</td>
<td>0.032</td>
</tr>
</tbody>
</table>
of our future research agenda, in our context we had to limit the analysis to those patterns and smells because of the tools available.

5 RELATED WORK

The presence of community smells reflects both the health of the organization as well as the quality of the software produced (and also its life cycle) [36]. So, in the context of our work, we had to deal with both software engineering and organizational research. In this section, we outline related work in (i) establishing, measuring, tracking or otherwise improving the health or status of software engineering communities and (ii) empirically assessing the effects of community smells on social and technical aspects of source code.

Software communities health. On the software engineering side of the topic spectrum, several works provided fundamental insights into the problem, including the widely known socio-technical congruence [7] research, but without ever offering a theoretically- and empirically-established quality model. For instance, research community concentrated on establishing the link between several organizational structure qualities (e.g., hidden-subcontractors in the organizational structure [2, 3], awareness [5, 32], distance and coordination [20, 21], etc.) with respect to software quality [46].

Jansen [24] proposed a framework for open-source ecosystems health, based on the study of the literature; in particular, the proposed framework was focused on parameters for ecosystem health without considers organizational structures or anti-patterns emergence thereto. Similarly, the work of Crowston and Howison [14] offered anecdotal evidence of the need for empirically-proven quality models for open-source communities. They argued that informal open-source communities are healthier since they are more engaged. Our work could be seen as a second step of their proposals, since we propose an empirically-grounded catalog of strategies that practitioners can be use successfully to mitigate their encounters with specific community smells.

At the other end of the spectrum, organization and social-network research proposed a plethora of organizational anti-patterns [37, 39], as well as (a few) best practices to address them [23, 49], with even fewer exceptions for open-source software communities [42]. For example, Giatsidis et al. [19] elaborated on collaboration structures with high-edge social network analysis. They concluded that organizationally-specific k-structured networks are more efficient than others, so there exists an organizational structure which best fits a pre-specified purpose. Similarly, the same authors investigated on the impact of communication, collaboration and cooperation over community structure qualities [18]. Insights from both papers would offer a valuable basis for argument over organizational structure research in software engineering. However, in our work, we face the problem asking practitioners to share us their knowledge and experience about sub-optimal situations; thus might lead to achieving more practical insights.

Research on community smells. In the last years, community smells have begun to receive particular attention [35, 47]; one of the motivations resides in the development of the tool able to detect them called CodeFace by Joblin et al. [27]. Indeed, the aforementioned tool was first augmented with heuristics capable of detecting community smells [47] and then adopted to investigate the impact of community smells over code smells [35]. In the first place, Tamburri et al. [47] assessed the detection capabilities of the proposed augmented tool, named CodeFace4Smells by surveying practitioners, who confirmed that the results given by the tool are accurate and meaningful. Also, the authors investigated (i) the diffuseness of four community smells in open-source and (ii) their relation with known socio-technical factors: their results provided evidence that smells are highly diffused and can be foreseen by taking certain socio-technical indicators under control. At the same time, Palomba et al. [35] discovered that community smells represent top factors preventing from refactoring; moreover, they are key features when it comes to predicting the severity of specific code smells. Similar works have concentrated on establishing the impact of community smells on other dimensions of software engineering (e.g., architecture debt [30] and organization structure types [46]).

On another note, Catolino et al. [12] analyzed that in certain cases the emergence of community smells may be potentially reduced by increasing gender diversity. In their extended work [9], however, they found how practitioners do not perceive gender diversity and presence of women in software teams as relevant factors to avoid community smells, while they believe that other aspects, like developer’s experience or team size, may make a community more prone to be affected by smells.

The works presented in this section is complementary to those discussed above, as it does not focus on the emergence of community smells or their impact, but rather on how practitioners deal with them and, particularly, on the strategies employed in practice to get rid of community smells. Nevertheless, it is important to point out that Tamburri et al. [47] have developed a mining study in which they assessed the diffuseness of community smells in open-source projects; our analysis of the perceived relevance of community smells can nicely triangulate the findings of Tamburri et al. [47] and potentially show preliminary insights into the awareness of practitioners with respect to community smells.

6 CONCLUSION

In this paper, we studied the relation between community patterns and community smells in open-source software projects. We identified community patterns in a set of 25 open source projects, hosted on GitHub, exploiting YOSHI, while we detected community smells that affect the same set of projects using CodeFace4Smells. Finally, we exploit association rule mining, particularly the aPriori algorithm, to discover relations between them.

The key findings of the study show that specific communities smells may arise depending on the peculiarities of the community organization. Our results may be useful to prevent the occurrence of these smells, if the community is aware that it is following a certain pattern. Our future research agenda includes a replication of our experiments on a larger dataset. Moreover, we plan to further analyze the properties of community patterns and the possible impact that organizational decisions have on social debt. We are also planning to further investigate the found associations, submitting a survey to the investigated communities.
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